# Exercises: Sets and Dictionaries

This document defines the **exercise assignments** for the ["CSharp Advanced" course @ Software University](https://softuni.bg/trainings/1361/advanced-c-sharp-may-2016). Please submit your solutions (source code) of all below described problems in [Judge](https://judge.softuni.bg/).

# Basic Sets Operations

## Unique Usernames

Write a simple program that reads from the console a sequence of usernames and keeps a collection with only the unique ones. Print the collection on the console:

|  |  |
| --- | --- |
| **Input** | **Output** |
| Ivan  Ivan  Ivan  SemoMastikata  Ivan  Hubaviq1234 | Ivan  SemoMastikata  Hubaviq1234 |

## Sets of Elements

On the first line you are given the length of two sets n and m. On the next n + m lines there are n numbers that are in the first set and m numbers that are in the second one. Find all non-repeating element that appears in both of them, and print them at the console:

Set with length n = 4: {1, **3**, **5**, 7}

Set with length m = 3: {**3**, 4, **5**}

Set that contains all repeating elements -> {**3**, **5**}

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 3  1  3  5  7  3  4  5 | 3 5 |
| 2 2  1  3  1  5 | 1 |

## Periodic Table

You are given an n number of chemical compounds. You need to keep track of all chemical elements used in the compounds and at the end print all unique ones in ascending order:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4  Ce O  Mo O Ce  Ee  Mo | Ce Ee Mo O |
| 3  Ge Ch O Ne  Nb Mo Tc  O Ne | Ch Ge Mo Nb Ne O Tc |

# Basic Dictionaries Operations

## Count Symbols

Write a program that reads some text from the console and counts the occurrences of each character in it. Print the results in **alphabetical** (lexicographical) order.

Examples:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| SoftUni rocks | : 1 time/s  S: 1 time/s  U: 1 time/s  c: 1 time/s  f: 1 time/s  i: 1 time/s  k: 1 time/s  n: 1 time/s  o: 2 time/s  r: 1 time/s  s: 1 time/s  t: 1 time/s |  | Did you know Math.Round rounds to the nearest even integer? | : 9 time/s  .: 1 time/s  ?: 1 time/s  D: 1 time/s  M: 1 time/s  R: 1 time/s  a: 2 time/s  d: 3 time/s  e: 7 time/s  g: 1 time/s  h: 2 time/s  i: 2 time/s  k: 1 time/s  n: 6 time/s  o: 5 time/s  r: 3 time/s  s: 2 time/s  t: 5 time/s  u: 3 time/s  v: 1 time/s  w: 1 time/s  y: 1 time/s |

## Phonebook

Write a program that receives some info from the console about **people** and their **phone numbers**.

You are free to choose the manner in which the data is entered; each **entry** should have just **one name** and **one number** (both of them strings). If you receive a name that **already exists** in the phonebook, simply update its number.

After filling this simple phonebook, upon receiving the **command** "**search**", and the **command “stop”**, your program should be able to perform a search of a contact by name and print her details in format "**{name} -> {number}**". In case the contact isn't found, print "**Contact {name} does not exist.**" Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| Nakov-0888080808  **search**  Mariika  Nakov  **Stop** | Contact Mariika does not exist.  Nakov -> 0888080808 |
| Nakov-+359888001122  RoYaL(Ivan)-666  Gero-5559393  Simo-02/987665544  **search**  Simo  simo  RoYaL  RoYaL(Ivan)  **stop** | Simo -> 02/987665544  Contact simo does not exist.  Contact RoYaL does not exist.  RoYaL(Ivan) -> 666 |

## A miner task

You are given a sequence of strings, each on a new line. Every odd line on the console is representing a resource (e.g. Gold, Silver, Copper, and so on) , and every even – quantity. Your task is to collect the resources and print them each on a new line, **unitll you receive “stop” command.**

**Print the resources and their quantities in format:**

**{resource} –> {quantity}**

The quantities inputs will be in the range [1 … 2 000 000 000]

Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| Gold  155  Silver  10  Copper  17  **stop** | Gold -> 155  Silver -> 10  Copper -> 17 |

## Fix emails

You are given a sequence of strings, each on a new line, **unitll you receive “stop” command**. First string is a name of a person. On the second line you receive his email. Your task is to collect their names and emails, and remove emails whose domain ends with "us" or "uk" (case insensitive). Print:

**{name} – > {email}**

Examples :

|  |  |
| --- | --- |
| **Input** | **Output** |
| Ivan  [ivanivan@abv.bg](mailto:ivanivan@abv.bg)  Petar Ivanov  petartudjarov@abv.bg  Mike Tyson  [myke@gmail.us](mailto:myke@gmail.us)  **stop** | Ivan -> [ivanivan@abv.bg](mailto:ivanivan@abv.bg)  Petar Ivanov -> petartudjarov@abv.bg |

## Hands of cards

You are given a sequence of people and for every person what cards he draws from the deck. The input will be separate lines in the format:

**{personName}: {PT, PT, PT,… PT}**

Where P (2, 3, 4, 5, 6, 7, 8, 9, 10, J, Q, K, A) is the power of the card and T (S, H, D, C) is the type. The input ends when a **"JOKER"** is drawn. The name can contain any ASCII symbol except **':'**. The input will always be valid and in the format described, there is no need to check it.

A single person cannot have more than one card with the same power and type, if he draws such a card he discards it. The people are playing with multiple decks. Each card has a value that is calculated by the power multiplied by the type. Powers **2 to 10** have the same value and **J to A** are **11 to 14**. Types are mapped to multipliers the following way (**S -> 4, H-> 3, D -> 2, C -> 1**).

Finally print out the total value each player has in his hand in the format:

**{personName}: {value}**

Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| Pesho: 2C, 4H, 9H, AS, QS  Slav: 3H, 10S, JC, KD, 5S, 10S  Peshoslav: QH, QC, QS, QD  Slav: 6H, 7S, KC, KD, 5S, 10C  Peshoslav: QH, QC, JS, JD, JC  Pesho: JD, JD, JD, JD, JD, JD  JOKER | Pesho: 167  Slav: 175  Peshoslav: 197 |

# Sets and Dictionaries Exercises

## \* User Logs

Marian is a famous system administrator. The person to overcome the security of his servers has not yet been born. However, there is a new type of threat where users flood the server with messages and are hard to be detected since they change their IP address all the time. Well, Marian is a system administrator and is not so into programming. Therefore, he needs a skillful programmer to track the user logs of his servers. You are the chosen one to help him!

You are given an input in the format:

**IP=(IP.Address) message=(A&sample&message) user=(username)**

Your task is to parse the ip and the username from the input and for **every user**, you have to display **every ip** from which the corresponding user has sent a message and the **count of the messages** sent with the corresponding ip. In the output, the usernames must be **sorted alphabetically** while their IP addresses should be displayed in the **order of their first appearance.** The output should be in the following format:

**username:**

**IP => count, IP => count.**

For example, given the following input - **IP=192.23.30.40 message='Hello&derps.' user=destroyer**, you have to get theusername **destroyer** and the IP **192.23.30.40** and display it in the following format:

**destroyer:**

**192.23.30.40 => 1.**

The username destroyer has sent a message from ip 192.23.30.40 once.

Check the examples below. They will further clarify the assignment.

### Input

The input comes from the console as **varying number** of lines. You have to parse every command until the command that follows is **end.** The input will be in the format displayed above, there is no need to check it explicitly.

### Output

For every user found, you have to display each log in the format:

**username:**

**IP => count, IP => count…**

The IP addresses must be split with a comma, and each line of IP addresses must end with a dot.

### Constraints

* The number of commands will be in the range [1..50]
* The IP addresses will be in the format of either **IPv4** or **IPv6.**
* The messages will be in the format: **This&is&a&message**
* The username will be a string with length in the range [3..50]
* Time limit: 0.3 sec. Memory limit: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| IP=192.23.30.40 message='Hello&derps.' user=destroyer  IP=192.23.30.41 message='Hello&yall.' user=destroyer  IP=192.23.30.40 message='Hello&hi.' user=destroyer  IP=192.23.30.42 message='Hello&Dudes.' user=destroyer  end | destroyer:  192.23.30.40 => 2, 192.23.30.41 => 1, 192.23.30.42 => 1. |
| IP=FE80:0000:0000:0000:0202:B3FF:FE1E:8329 message='Hey&son' user=mother  IP=192.23.33.40 message='Hi&mom!' user=child0  IP=192.23.30.40 message='Hi&from&me&too' user=child1  IP=192.23.30.42 message='spam' user=destroyer  IP=192.23.30.42 message='spam' user=destroyer  IP=192.23.50.40 message='' user=yetAnotherUsername  IP=192.23.50.40 message='comment' user=yetAnotherUsername  IP=192.23.155.40 message='Hello.' user=unknown  end | child0:  192.23.33.40 => 1.  child1:  192.23.30.40 => 1.  destroyer:  192.23.30.42 => 2.  mother:  FE80:0000:0000:0000:0202:B3FF:FE1E:8329 => 1.  unknown:  192.23.155.40 => 1.  yetAnotherUsername:  192.23.50.40 => 2. |

## \* Population Counter

So many people! It’s hard to count them all. But that’s your job as a statistician. You get raw data for a given city and you need to aggregate it.

On each input line you’ll be given data in format: **"city|country|population"**. There will be **no redundant whitespaces anywhere** in the input. Aggregate the data **by country and by city** and print it on the console. For each country, print its **total population** and on separate lines the data for each of its cities. **Countries should be ordered by their total population in descending order** and within each country, the **cities should be ordered by the same criterion**. If two countries/cities have the same population, keep them **in the order in which they were entered.** Check out the examples; follow the output format strictly!

### Input

* The input data should be read from the console.
* It consists of a variable number of lines and ends when the command "**report**" is received.
* The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

* The output should be printed on the console.
* Print the aggregated data for each country and city in the format shown below.

### Constraints

* The name of the city, country and the population count will be separated from each other by **a pipe ('|')**.
* The **number of input lines** will be in the range [2 … 50].
* A city-country pair will not be repeated.
* The **population count** of each city will be an integer in the range [0 … 2 000 000 000].
* Allowed working time for your program: 0.1 seconds. Allowed memory: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| Sofia|Bulgaria|1000000  report | Bulgaria (total population: 1000000)  =>Sofia: 1000000 |

|  |  |
| --- | --- |
| **Input** | **Output** |
| Sofia|Bulgaria|1  Veliko Tarnovo|Bulgaria|2  London|UK|4  Rome|Italy|3  report | UK (total population: 4)  =>London: 4  Bulgaria (total population: 3)  =>Veliko Tarnovo: 2  =>Sofia: 1  Italy (total population: 3)  =>Rome: 3 |

## \* Logs Aggregator

You are given a sequence of access logs in format **<IP> <user> <duration>**. For example:

* 192.168.0.11 peter 33
* 10.10.17.33 alex 12
* 10.10.17.35 peter 30
* 10.10.17.34 peter 120
* 10.10.17.34 peter 120
* 212.50.118.81 alex 46
* 212.50.118.81 alex 4

Write a program to aggregate the logs data and print **for each user** the **total duration** of his sessions and a **list of unique IP addresses** in format "**<user>: <duration> [<IP1>, <IP2>, …]**". Order the **users alphabetically**. Order the **IPs alphabetically**. In our example, the output should be the following:

* alex: 62 [10.10.17.33, 212.50.118.81]
* peter: 303 [10.10.17.34, 10.10.17.35, 192.168.0.11]

### Input

The input comes from the console. At the first line a number **n** stays which says how many log lines will follow. Each of the next n lines holds a log information in format **<IP> <user> <duration>**. The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

Print **one line for each user** (order users alphabetically). For each user print its sum of durations and all of his sessions' IPs, ordered alphabetically in format **<user>: <duration> [<IP1>, <IP2>, …]**. Remove any duplicated values in the IP addresses and order them alphabetically (like we order strings).

### Constraints

* The **count** of the order lines **n** is in the range [1…1000].
* The **<IP>** is a standard IP address in format **a.b.c.d** where **a**, **b**, **c** and **d** are integers in the range [0…255].
* The **<user>** consists of only of **Latin characters**, with length of [1…20].
* The **<duration>** is an integer number in the range [1…1000].
* Time limit: 0.3 sec. Memory limit: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 7  192.168.0.11 peter 33  10.10.17.33 alex 12  10.10.17.35 peter 30  10.10.17.34 peter 120  10.10.17.34 peter 120  212.50.118.81 alex 46  212.50.118.81 alex 4 | alex: 62 [10.10.17.33, 212.50.118.81]  peter: 303 [10.10.17.34, 10.10.17.35, 192.168.0.11] |
| 2  84.238.140.178 nakov 25  84.238.140.178 nakov 35 | nakov: 60 [84.238.140.178] |

## \* Legendary Farming

You’ve beaten all the content and the last thing left to accomplish is own a legendary item. However, it’s a tedious process and requires quite a bit of farming. Anyway, you are not too pretentious – any legendary will do. The possible items are:

* **Shadowmourne** – requires **250 Shards**;
* **Valanyr** – requires **250 Fragments**;
* **Dragonwrath** – requires **250 Motes**;

**Shards, Fragments** and **Motes** are the **key materials**, all else is **junk.** You will be given lines of input, such as   
**2 motes 3 ores 15 stones.** Keep track of the **key materials -** the **first** that reaches the **250 mark** **wins** the **race**. At that point, print the corresponding legendary obtained. Then, print the **remaining** shards, fragments, motes, ordered by **quantity** in **descending** order, each on a new line. Finally, print the collected **junk** items, in **alphabetical** order.

### Input

* Each line of input is in format **{quantity} {material} {quantity} {material} … {quantity} {material}**

### Output

* On the first line, print the obtained item in format **{Legendary item} obtained!**
* On the next three lines, print the remaining key materials in descending order by quantity
  + If two key materials have the same quantity, print them in alphabetical order
* On the final several lines, print the junk items in alphabetical order
  + All materials are printed in format **{material}: {quantity}**
  + All output should be **lowercase**, except the first letter of the legendary

### Constraints

* The quantity-material pairs are between 1 and 25 per line.
* The number of lines is in range [1..10]
* All materials are case-insensitive.
* Allowed working time: 0.25s
* Allowed memory: 16 MB

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3 Motes 5 stones 5 Shards  6 leathers 255 fragments 7 Shards | Valanyr obtained!  fragments: 5  shards: 5  motes: 3  leathers: 6  stones: 5 |

|  |  |
| --- | --- |
| **Input** | **Output** |
| 123 silver 6 shards 8 shards 5 motes  9 fangs 75 motes 103 MOTES 8 Shards  86 Motes 7 stones 19 silver | Dragonwrath obtained!  shards: 22  motes: 19  fragments: 0  fangs: 9  silver: 123 |

## \*\* Сръбско Unleashed

Admit it – the СРЪБСКО is your favorite sort of music. You never miss a concert and you have become quite the geek concerning everything involved with СРЪБСКО. You can’t decide between all the singers you know who your favorite one is. One way to find out is to keep a statistics of how much money their concerts make. Write a program that does all the boring calculations for you.

On each input line you’ll be given data in format: **"singer @venue ticketsPrice ticketsCount"**. There will be **no redundant whitespaces anywhere** in the input. Aggregate the data **by venue and by singer**. For each venue, print the singer and the total amount of money his/her concerts have made on a separate line. **Venues** should be kept in the **same order** they were entered, the **singers** should be **sorted by how much money** they have made in **descending order**. If two singers have made the same amount of money, keep them **in the order** in which **they were entered.**

Keep in mind that if a line is in incorrect format, it should be skipped and its data should not be added to the output. Each of the four tokens must be separated by **a space**, everything else is invalid. The venue should be denoted with **@** in front of it, such as @Sunny Beach

**SKIP THOSE**: Ceca@Belgrade125 12378, Ceca @Belgrade12312 123

The singer and town name may consist of one to three words.

### Input

* The input data should be read from the console.
* It consists of a variable number of lines and ends when the command “**End**" is received.
* The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

* The output should be printed on the console.
* Print the aggregated data for each venue and singer in the format shown below.
* Format for singer lines is **#{2\*space}{singer}{space}->{space}{total money}**

### Constraints

* The **number of input lines** will be in the range [2 … 50].
* The **ticket price** will be an integer in the range [0 … 200].
* The **ticket count** will be an integer in the range [0 … 100 000]
* **Singers** and **venues** are case sensitive
* Allowed working time for your program: 0.1 seconds. Allowed memory: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| Lepa Brena @Sunny Beach 25 3500  Dragana @Sunny Beach 23 3500  Ceca @Sunny Beach 28 3500  Mile Kitic @Sunny Beach 21 3500  Ceca @Sunny Beach 35 3500  Ceca @Sunny Beach 70 15000  Saban Saolic @Sunny Beach 120 35000  End | Sunny Beach  # Saban Saolic -> 4200000  # Ceca -> 1270500  # Lepa Brena -> 87500  # Dragana -> 80500  # Mile Kitic -> 73500 |

|  |  |
| --- | --- |
| **Input** | **Output** |
| Lepa Brena @Sunny Beach 25 3500  Dragana@Belgrade23 3500  Ceca @Sunny Beach 28 3500  Mile Kitic @Sunny Beach 21 3500  Ceca @Belgrade 35 3500  Ceca @Sunny Beach 70 15000  Saban Saolic @Sunny Beach 120 35000  End | Sunny Beach  # Saban Saolic -> 4200000  # Ceca -> 1148000  # Lepa Brena -> 87500  # Mile Kitic -> 73500  Belgrade  # Ceca -> 122500 |

## \*\*\* Dragon Army

Heroes III is the best game ever. Everyone loves it and everyone plays it all the time. Stamat is no exclusion to this rule. His favorite units in the game are all **types** of dragons – black, red, gold, azure etc… He likes them so much that he gives them **names** and keeps logs of their **stats**: **damage, health** and **armor**. The process of aggregating all the data is quite tedious, so he would like to have a program doing it. Since he is no programmer, it’s your task to help him

You need to categorize dragons by their **type**. For each dragon, identified by **name,** keep information about his **stats.** Type is **preserved** as in the order of input, but dragons are **sorted** alphabetically by name. For each type, you should also print the average **damage**, **health** and **armor** of the dragons. For each dragon, print his own stats.

There **may** be **missing** stats in the input, though. If a stat is missing you should assign it default values. Default values are as follows: health **250**, damage **45**, and armor **10**. Missing stat will be marked by **null**.

The input is in the following format **{type} {name} {damage} {health} {armor}.** Any of the integers may be assigned null value. See the examples below for better understanding of your task.

If the same dragon is added a second time, the new stats should **overwrite** the previous ones. Two dragons are considered **equal** if they match by **both** name and type.

### Input

* On the first line, you are given number N -> the number of dragons to follow
* On the next N lines you are given input in the above described format. There will be single space separating each element.

### Output

* Print the aggregated data on the console
* For each type, print average stats of its dragons in format **{Type}::({damage}/{health}/{armor})**
* Damage, health and armor should be rounded to two digits after the decimal separator
* For each dragon, print its stats in format **-{Name} -> damage: {damage}, health: {health}, armor: {armor}**

### Constraints

* N is in range [1…100]
* The dragon type and name are one word only, starting with capital letter.
* Damage health and armor are integers in range [0 … 100000] or **null**

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 5  Red Bazgargal 100 2500 25  Black Dargonax 200 3500 18  Red Obsidion 220 2200 35  Blue Kerizsa 60 2100 20  Blue Algordox 65 1800 50 | Red::(160.00/2350.00/30.00)  -Bazgargal -> damage: 100, health: 2500, armor: 25  -Obsidion -> damage: 220, health: 2200, armor: 35  Black::(200.00/3500.00/18.00)  -Dargonax -> damage: 200, health: 3500, armor: 18  Blue::(62.50/1950.00/35.00)  -Algordox -> damage: 65, health: 1800, armor: 50  -Kerizsa -> damage: 60, health: 2100, armor: 20 |

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4  Gold Zzazx null 1000 10  Gold Traxx 500 null 0  Gold Xaarxx 250 1000 null  Gold Ardrax 100 1055 50 | Gold::(223.75/826.25/17.50)  -Ardrax -> damage: 100, health: 1055, armor: 50  -Traxx -> damage: 500, health: 250, armor: 0  -Xaarxx -> damage: 250, health: 1000, armor: 10  -Zzazx -> damage: 45, health: 1000, armor: 10 |

# Problems with matrices

## Rubik’s Matrix

Rubik’s cube – everyone’s favorite head-scratcher. Writing a program to solve it will be quite a difficult task for an exam, though. Instead, we have a Rubik’s matrix prepared for you. You will be given a pair of dimensions: **R** and **C.** To prepare the matrix, fill each row with increasing integers, starting from one. For example, **2 x 4** matrix must look like this:

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | 2 | 3 | 4 |
| 5 | 6 | 7 | 8 |

Next, you will receive series of commands, indicating which row or column you must move, in which direction, and how many times. For example, **1 up 1** means: column 1, direction: up, 1 move. After executing it, the matrix should look like:

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | 6 | 3 | 4 |
| 5 | 2 | 7 | 8 |

Directions **left** and **right** mean you must move the corresponding **row**, while **up** and **down** and related to the **columns.** After shuffling the Rubik’s matrix, you have to **rearrange** it (meaning that the **values in each cell** should be in **increasing order**, such as the ones in the original matrix). The rearranging process should start at **top-left** and end at **bottom-right**. Find the **position** of the value you need, and print the **swap** **command** on the console, in the format described below.

### Input

* On the first line, you are given the integers **R** and **C**, separated by a space.
* On the second line, you are given an integer **N**, indicating the number of commands to follow
* On the next N lines, you are given commands in format **{row/col} {direction} {moves}**

### Output

* On **R** \* **C** number of lines, print the **swap commands** needed to rearrange the matrix, either:
  + **Swap ({row}, {col}) with ({row}, {col})** or
  + **No swap required**

### Constraints

* **R, C, N** are integers in range [1 … 100]
* {**row**} and {**col**} will always be inside the matrix
* {**moves**} is in range [0 … 231-1]
* Allowed time and memory: 0.25s / 16 MB

### Examples

|  |  |  |  |
| --- | --- | --- | --- |
| **Input** | **Output** | **Input** | **Output** |
| 3 3  2  1 down 1  1 left 1 | No swap required  Swap (0, 1) with (1, 0)  No swap required  Swap (1, 0) with (1, 2)  Swap (1, 1) with (2, 1)  Swap (1, 2) with (2, 1)  No swap required  No swap required  No swap required | 3 3  2  0 down 3  0 left 3 | No swap required  No swap required  No swap required  No swap required  No swap required  No swap required  No swap required  No swap required  No swap required |

## Target Practice

Cotton-eye Gosho has a problem. Snakes! An infestation of snakes! Gosho is a red-neck which means he doesn’t really care about animal rights, so he bought some ammo, loaded his shotgun and started shooting at the poor creatures. He has a favorite spot – rectangular stairs which the snakes like to climb in order to reach Gosho’s stash of whiskey in the attic. You’re tasked with the horrible cleanup of the aftermath.

A **snake** is represented by **a string**. The **stairs** are a **rectangular matrix of size NxM**. A snake starts climbing the stairs from the **bottom-right corner** and slithers its way up in a **zigzag** – first it moves left until it reaches the left wall, it climbs on the next row and starts moving right, then on the third row, moving left again and so on. The first cell (bottom-right corner) is filled with the first symbol of the snake, the second cell (to the left of the first) is filled with the second symbol, etc. The snake is as long as it takes in order to **fill the stairs completely** – if you reach the end of the string representing the snake, start again at the beginning. Gosho is patient and a sadist, he’ll wait until the stairs are completely covered with snake and will then fire a shot.

The shot has three parameters – **impact row, impact column and radius**. When the projectile lands on the specified coordinates of the matrix it **destroys all symbols in the given radius (turns them into a space)**. You can check whether a cell is inside the blast radius using the Pythagorean Theorem (very similar to the "point inside a circle" problem).

The symbols above the impact area start **falling down until they land on other symbols (meaning a symbol moves down a row as long as there is a space below)**. When the horror ends, print on the console the **resulting staircase, each row on a new line**. You should really check out the examples at this point.

### Input

* The input data should be read from the console. It consists of exactly three lines.
* On the first line, you’ll receive the **dimensions** of the stairs in format: **"N M"**, where **N** is the number of **rows**, and **M** is the number of **columns**. They’ll be separated by a single space.
* On the second line you’ll receive the string representing the **snake**.
* On the third line, you’ll receive the **shot parameters (impact row, impact column and radius)**, all separated by a **single space**.
* The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

* The output should be printed on the console. It should consist of **N lines**.
* Each line should contain a string representing the respective row of the final matrix.

### Constraints

* The **dimensions** N and M of the matrix will be integers in the range [1 … 12].
* The **snake** will be a string with length in the range [1 … 20] and **will not contain any whitespace characters**.
* The shot’s **impact row and column** will always be **valid coordinates** in the matrix – they will be integers in the range [0 … N – 1] and [0 … M – 1] respectively.
* The shot’s **radius** will be an integer in the range [0 … 4].
* Allowed working time for your program: 0.1 seconds. Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 5 6  SoftUni  2 3 2 | o  US t  tn f  iSi UU  nUt oS | The matrix has 5 rows and 6 columns. Fill it in the described pattern:   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | o | S | i | n | U | t | | U | n | i | S | o | f | | t | f | o | S | i | n | | i | S | o | f | t | U | | n | U | t | f | o | S |   The shot lands on cell (2,3). It has a radius of 2 cells. The impact cell is shaded black and the other cells within the shot radius are shaded grey.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | o | S | i | n | U | t | | U | n | i | S | o | f | | t | f | o | S | i | n | | i | S | o | f | t | U | | n | U | t | f | o | S |   Replace all characters in the blast area with a space:   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | o | S | i |  | U | t | | U | n |  |  |  | f | | t |  |  |  |  |  | | i | S |  |  |  | U | | n | U | t |  | o | S |   All characters start falling down until they land on other characters:   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | o | S | i |  | U | t | | U | n |  |  |  | f | | t |  |  |  |  |  | | i | S |  |  |  | U | | n | U | t |  | o | S |   The resulting matrix is:   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | o |  |  |  |  |  | | U | S |  |  |  | t | | t | n |  |  |  | f | | i | S | i |  | U | U | | n | U | t |  | o | S | |

## Lego Blocks

You are given two **jagged arrays**. Each array represents a **Lego block** containing integers. Your task is first to **reverse** the second jagged array and then check if it would **fit perfectly** in the first jagged array. ![](data:image/png;base64,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)

The picture above shows exactly what fitting arrays mean. If the arrays fit perfectly you should **print out** the newly made rectangular matrix. If the arrays do not match (they do not form a rectangular matrix) you should print out the **number of cells** in the first array and in the second array combined. The examples below should help you understand more the assignment.

### Input

The first line of the input comes as an **integer** **number n** saying how many rows are there in both arrays. Then you have **2 \* n** lines of numbers separated by whitespace(s). The first **n** lines are the rows of the first jagged array; the next **n** lines are the rows of the second jagged array. There might be leading and/or trailing whitespace(s).

### Output

You should print out the combined matrix in the format:  
**[*elem, elem, …, elem*]  
[*elem, elem, …, elem*]  
[*elem, elem, …, elem*]**If the two arrays do not fit you should print out : **The total number of cells is: *count***

### Constraints

* The number n will be in the range [2…10].
* Time limit: 0.3 sec. Memory limit: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  1 1 1 1 1 1  2 1 1 3  1 1  2 2 2 3 | [1, 1, 1, 1, 1, 1, 1, 1]  [2, 1, 1, 3, 3, 2, 2, 2] |
| 2  1 1 1 1 1  1 1 1  1  1 1 1 1 1 | The total number of cells is: 14 |

## Radioactive Mutant Vampire Bunnies

Browsing through GitHub, you come across an old JS Basics teamwork game. It is about very nasty bunnies that multiply extremely fast. There’s also a player that has to escape from their lair. You really like the game so you decide to port it to C# because that’s your language of choice. The last thing that is left is the algorithm that decides if the player will escape the lair or not.

The **bunnies** are marked with **B,** the **player** is marked with P, and **everything** else is free space, marked with a dot (.) First, you will receive a line holding integers **N** and **M**, which represent the rows and columns in the lair. Then you receive **N** strings that can **only** consist of dots (.), bunnies (B), and the player (P). They represent the initial state of the lair. There will be **only** one player. Then you will receive a string with **commands** such as **LLRRUUDD** – where each letter represents the next **step** of the player (Left, Right, Up, Down).

**After** each step of the player, the bunnies spread to the up, down, left and right (neighboring cells marked as “.” **change** their value to B). If the player **moves** to a bunny cell or a bunny **reaches** the player, the player has died. If the player goes **out** of the lair **without** encountering a bunny, the player has won.

If the player **dies** or **wins**, the game ends. All the activities for **this** turn continue (e.g. all the bunnies spread normally), but there are no more turns. There will be **no** stalemates where the moves of the player end before he dies or escapes.

Print the final state of the lair with every row on a separate line. On the last line, print either **“dead: {row} {col}”** or **“won: {row} {col}”**. Row and col are the coordinates of the cell where the player has died or the last cell he has been in before escaping the lair.

### Input

* On the first line of input, the number N and M are received – the number of rows and columns in the lair
* On the next N lines, each row is received in the form of a string. The string will contain only “.”, “B”, “P”. All strings will be the same length. There will be only one “P” for all the input
* On the last line, the directions are received in the form of a string, containing “R”, “L”, “U”, “D”

### Output

* On the first N lines, print the final state of the bunny lair
* On the last line, print the outcome – “won:” or “dead:” + {row} {col}

### Constraints

* The dimensions of the lair are in range [3…20]
* The directions string length is in range [1..20]

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 5 8  .......B  ...B....  ....B..B  ........  ..P.....  ULLL | BBBBBBBB  BBBBBBBB  BBBBBBBB  .BBBBBBB  ..BBBBBB  won: 3 0 |

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 5  .....  .....  .B...  ...P.  LLLLLLLL | .B...  BBB..  BBBB.  BBB..  dead: 3 1 |

## \* Crossfire

You will receive two integers which represent the dimensions of a matrix. Then, you must fill the matrix with increasing integers starting from 1, and continuing on every row, like this:  
first row: 1, 2, 3… n  
second row: n+1, n+2, n+3… n + n.

You will also receive several commands in the form of 3 integers separated by a space. Those 3 integers will represent a row in the matrix, a column and a radius. You must then **destroy** the cells which correspond to those arguments **cross-like.**

**Destroying** a cell means that, **that** cell becomes completely **nonexistent** in the matrix.Destroying cells **cross-like** means that you form a **cross figure**, with center point - equal to the cell with coordinates – the **given row** and **column**, and **lines** with length equal to the **given radius**. See the examples for more info.

The input ends when you receive the command “Nuke it from orbit”. When that happens, you must print what has remained from the initial matrix.

### Input

* On the first line you will receive the dimensions of the matrix. You must then fill the matrix according to those dimensions.
* On the next several lines you will begin receiving 3 integers separated by a single **space**, which represent the row, col and radius. You must then destroy cells according to those coordinates.
* When you receive the command “Nuke it from orbit” the input ends.

### Output

* The output is simple. You must print what is left from the matrix.
* Every row must be printed on a new line and every column of a row - separated by a space.

### Constraints

* The dimensions of the matrix will be integers in the range [2, 100].
* The given rows and columns will be valid integers in the range [-231 + 1, 231 - 1].
* The radius will be in range [0, 231 - 1].
* Allowed time/memory: 250ms/16MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comment** |
| 5 5  3 3 2  4 3 2  Nuke it from orbit | 1 2 3 4 5  6 7 8 10  11 12 13  16  21 | Initial matrix:  1 2 3 4 5  6 7 8 9 10  11 12 13 14 15  16 17 18 19 20  21 22 23 24 25  Result from first destruction:  1 2 3 4 5  6 7 8 10  11 12 13 15  16  21 22 23 25  Result from second destruction:  1 2 3 4 5  6 7 8 10  11 12 13  16  21 |

|  |  |
| --- | --- |
| **Input** | **Output** |
| 5 5  4 4 4  Nuke it from orbit | 1 2 3 4  6 7 8 9  11 12 13 14  16 17 18 19 |

## \* The Heigan Dance

At last, level 80. And what do level eighties do? Go raiding. This is where you are now – trying not to be wiped by the famous dance boss, Heigan the Unclean. The fight is pretty straightforward - dance around the Plague Clouds and Eruptions, and you’ll be just fine.

Heigan’s chamber is a 15-by-15 two-dimensional array. The player always starts at the **exact center.** For each turn, Heigan uses a spell that hits a certain cell and the neighboring **rows/columns**. For example, if he hits (1,1), he also hits (0,0, 0,1, 0,2, 1,0 … 2,2). If the player’s current position is within the area of damage, the player tries to move. First he tries to move **up**, if there’s **damage/wall**, he tries to move **right**, then **down**, then **left**. If he **cannot move** in any direction, because **the cell is damaged** or there is **a wall**, the player **stays** in place and takes the damage.

**Plague cloud** does 3500 damage **when it hits**, and 3500 damage **the next turn**. Then it **expires. Eruption** does 6000 damage **when it hits.** If a spell will hit a player that also has an active Plague Cloud from the previous turn, the **cloud** damage is applied **first**. **Both** Heigan and the player **may** die in the same turn. If Heigan is **dead**, the spell he **would** have casted is **ignored**.

The player always starts at **18500** hit points; Heigan starts at **3,000,000** hit points. **Each** turn, the player does damage to Heigan. The fight is over either when the player is **killed**, or Heigan is **defeated**.

### Input

* On the first line you receive a floating-point number **D –** the damage done to Heigan each turn
* On the next several lines – you receive input in format **{spell} {row} {col}** – **{spell}** is either **Plague** or **Eruption**

### Output

* On the first line
  + If Heigan is defeated: “**Heigan:** **Defeated!**”
  + Else: “**Heigan: {remaining**}”, where remaining is rounded to two digits after the decimal separator
* On the second line:
  + If the player is killed: “**Player:** **Killed by {spell}**”
  + Else “**Player: {remaining}”**
* On the third line: “**Final position: {row, col}**” -> the last coordinates of the player.

### Constraints

* **D** is a floating-point number in range [0 … 500000]
* A damaging spell will always affect at least one cell
* Allowed memory: 16 MB
* Allowed working time: 0.25s

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 10000  Cloud 7 7  Eruption 6 7  Eruption 8 7  Eruption 8 7 | Heigan: 2960000.00  Player: Killed by Eruption  Final position: 8, 7 |

|  |  |
| --- | --- |
| **Input** | **Output** |
| 500000  Cloud 7 6  Eruption 7 8  Eruption 7 7  Cloud 7 8  Eruption 7 9  Eruption 6 14  Eruption 7 11 | Heigan: Defeated!  Player: 12500  Final position: 7, 11 |

|  |  |
| --- | --- |
| **Input** | **Output** |
| 12500.66  Cloud 7 7  Cloud 7 7  Cloud 7 7  Cloud 7 7 | Heigan: 2949997.36  Player: Killed by Plague Cloud  Final position: 7, 7 |

## \*\* Parking System

The parking lot in front of SoftUni is one of the busiest in the country, and it’s a common cause for conflicts between the doorkeeper Bai Tzetzo and the students. The SoftUni team wants to proactively resolve all conflicts, so an automated parking system should be implemented. They are organizing a competition – Parkoniada – and the author of the best parking system will win a romantic dinner with RoYaL. That’s **exactly** what you’ve been dreaming of, so you decide to join in.

The parking lot is a **rectangular** matrix where the **first** column is **always** free and all other cells are parking spots. A car can enter from any cell of the first column and then decides to go to a specific spot. If that spot is **not** free, the car searches for the **closest** free spot on the **same** row. If **all** the cells on that specific row are used, the car cannot park and leaves. If **two** free cells are located at the **same** distance from the **initial** parking spot, the cell which is **closer** to the entrance is preferred. A car can **pass** through a used parking spot.
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A car enters the parking at row 1. It wants to go to cell 2, 2 so it moves through **exactly four** cells to reach its parking spot.

### Input

* On the first line of input, you are given the integers **R** and **C**, defining the dimensions of the parking lot.
* On the next several lines, you are given the integers **Z, X,** **Y** where **Z** is the entry row and **X, Y** are the coordinates of the desired parking spot.
* The input stops with the command ‘**stop**’. All integers are separated by a **single** space.

### Output

* For each car, print the distance travelled to the desired spot or the first free spot.
* If a car cannot park on its desired row, print the message ‘**Row {row number} full**’

### Constraints

* 2 ≤ R,C ≤ 10000
* Z, X, Y are inside the dimensions of the matrix. Y is never on the first column.
* There are no more than 1000 input lines
* Allowed time/space: 0.1s (C#) 0.25s (Java)/16MB

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 4  1 2 2  2 2 2  2 2 2  3 2 2  stop | 4  2  4  Row 2 full |